Object Oriented Programming

[Object-Oriented Programming](https://www.geeksforgeeks.org/object-oriented-programming-oops-concept-in-java/) or OOPs refers to languages that use objects in programming, they use objects as a primary source to implement what is to happen in the code. Objects are seen by the viewer or user, performing tasks assigned by you. Object-oriented programming aims to implement real-world entities like inheritance, hiding, polymorphism etc. in programming. The main aim of OOP is to bind together the data and the functions that operate on them so that no other part of the code can access this data except that function.

OOPs contains

1. class
2. object
3. method and method passing
4. 4 pillars of OOPs
5. abstraction
6. encapsulation
7. inheritance
8. polymorphism

compile time polymorphism

run time polymorphism
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Naming conventions in java

Java follows **camel-case syntax** for naming the class, interface, method, and variable.

If the name is combined with two words, the second word will start with uppercase letter always such as actionPerformed(), firstName, ActionEvent, ActionListener, etc.

|  |  |  |
| --- | --- | --- |
| **Identifiers Type** | **Naming Rules** | **Examples** |
| Class | It should start with the uppercase letter. It should be a noun such as Color, Button, System, Thread, etc. Use appropriate words, instead of acronyms. | public class **Employee** { //code snippet } |
| Interface | It should start with the uppercase letter. It should be an adjective such as Runnable, Remote, ActionListener. Use appropriate words, instead of acronyms. | interface **Printable** { //code snippet } |
| Method | It should start with lowercase letter. It should be a verb such as main(), print(), println(). If the name contains multiple words, start it with a lowercase letter followed by an uppercase letter such as actionPerformed(). | class Employee { // method void **draw()** { //code snippet } } |
| Variable | It should start with a lowercase letter such as id, name. It should not start with the special characters like & (ampersand), $ (dollar), \_ (underscore). If the name contains multiple words, start it with the lowercase letter followed by an uppercase letter such as firstName, lastName. Avoid using one-character variables such as x, y, z. | class Employee { // variable int **id**; //code snippet } |
| Package | It should be a lowercase letter such as java, lang. If the name contains multiple words, it should be separated by dots (.) such as java.util, java.lang. | //package package **com.javatpoint;** class Employee { //code snippet } |
| Constant | It should be in uppercase letters such as RED, YELLOW. If the name contains multiple words, it should be separated by an underscore(\_) such as MAX\_PRIORITY. It may contain digits but not as the first letter. | class Employee { //constant static final int **MIN\_AGE** = 18; //code snippet } |

Object and classes

An object in Java is the physical as well as a logical entity, whereas, a class in Java is a logical entity only.

**object**

An entity that has state and behavior is known as an object e.g., chair, bike, marker, pen, table, car, etc. It can be physical or logical (tangible and intangible). The example of an intangible object is the banking system.

1. **State**: It is represented by attributes of an object. It also reflects the properties of an object.
2. **Behavior**: It is represented by methods of an object. It also reflects the response of an object with other objects.
3. **Identity**: It gives a unique name to an object and enables one object to interact with other objects.

Example of an object: dog

For Example, Pen is an object. Its name is Reynolds; color is white, known as its state. It is used to write, so writing is its behavior.

* An object is *a real-world entity*.
* An object is *a runtime entity*.
* The object is *an entity which has state and behavior*.
* The object is *an instance of a class*.

**An object is an instance of a class.** A class is a template or blueprint from which objects are created. So, an object is the instance(result) of a class.

**Object creation**

**Using new keyword:** It is the most common and general way to create an object.

Test t = new Test();

also there are 3 others way to create objects but they all work internally.

**initialization of object**

The new operator instantiates a class by allocating memory for a new object and returning a reference to that memory. The new operator also invokes the class constructor.

public class Dog

{

    // Instance Variables

    String name;

    String breed;

    int age;

    String color;

    // Constructor Declaration of Class

    public Dog(String name, String breed,

                   int age, String color)

    {

        this.name = name;

        this.breed = breed;

        this.age = age;

        this.color = color;

    }

    // method 1

    public String getName()

    {

        return name;

    }

    // method 2

    public String getBreed()

    {

        return breed;

    }

    // method 3

    public int getAge()

    {

        return age;

    }

    // method 4

    public String getColor()

    {

        return color;

    }

    @Override

    public String toString()

    {

        return("Hi my name is "+ this.getName()+

               ".\nMy breed,age and color are " +

               this.getBreed()+"," + this.getAge()+

               ","+ this.getColor());

    }

    public static void main(String[] args)

    {

        Dog tuffy = new Dog("tuffy","papillon", 5, "white"); //object

        System.out.println(tuffy.toString());

    }

}

Creating multiple by one type only.

In real-time, we need different objects of a class in different methods. Creating a number of references for storing them is not a good practice and therefore we declare a static reference variable and use it whenever required. In this case, the wastage of memory is less. The objects that are not referenced anymore will be destroyed by [Garbage Collector](https://www.geeksforgeeks.org/garbage-collection-java/) of java.

class Animal {}

class Dog extends Animal {}

class Cat extends Animal {}

public class Test

{

// using Dog object

Animal obj = new Dog();

// using Cat object

obj = new Cat();

}

**class**

A class is a group of objects which have common properties. It is a template or blueprint from which objects are created. It is a logical entity. It can't be physical.

A class in Java can contain:

* **Fields**
* **Methods**
* **Constructors**
* **Blocks**
* **Nested class and interface**

1. **class** <class\_name>{
2. field;
3. method;
4. }
6. //Java Program to demonstrate the working of a banking-system
7. //where we deposit and withdraw amount from our account.
8. //Creating an Account class which has deposit() and withdraw() methods
9. **class** Account{
10. **int** acc\_no;
11. String name;
12. **float** amount;
13. //Method to initialize object
14. **void** insert(**int** a,String n,**float** amt){
15. acc\_no=a;
16. name=n;
17. amount=amt;
18. }
19. //deposit method
20. **void** deposit(**float** amt){
21. amount=amount+amt;
22. System.out.println(amt+" deposited");
23. }
24. //withdraw method
25. **void** withdraw(**float** amt){
26. **if**(amount<amt){
27. System.out.println("Insufficient Balance");
28. }**else**{
29. amount=amount-amt;
30. System.out.println(amt+" withdrawn");
31. }
32. }
33. //method to check the balance of the account
34. **void** checkBalance(){System.out.println("Balance is: "+amount);}
35. //method to display the values of an object
36. **void** display(){System.out.println(acc\_no+" "+name+" "+amount);}
37. }
38. //Creating a test class to deposit and withdraw amount
39. **class** TestAccount{
40. **public** **static** **void** main(String[] args){
41. Account a1=**new** Account();
42. a1.insert(832345,"Ankit",1000);
43. a1.display();
44. a1.checkBalance();
45. a1.deposit(40000);
46. a1.checkBalance();
47. a1.withdraw(15000);
48. a1.checkBalance();
49. }}

Methods

**method** is a way to perform some task. Similarly, the **method in Java** is a collection of instructions that performs a specific task. It provides the reusability of code. We can also easily modify code using **methods**.

what is method in java

A **method** is a block of code or collection of statements or a set of code grouped together to perform a certain task or operation. It is used to achieve the **reusability** of code. We write a method once and use it many times. We do not require to write code again and again. It also provides the **easy modification** and **readability** of code, just by adding or removing a chunk of code. The method is executed only when we call or invoke it.

![Method in Java](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAArwAAAFECAMAAADyTR2YAAAA5FBMVEUAAAAAAAABBEJAQEB/f39BQ3GU1fBfwOmAgaAHnKMpq+K/wNDBJy0RFE7vycrv7/MxM2YhI1pxcpXP0Nvf4OdRU31hYomfobiDzdGPkayu3/TRXWJFtbrB5uivsMTJ6vjgk5a/v7+fn58QEBCH0O82r7QXoqn78fLv+fnv7+/Pz8/FNTogICDorrDYeHxQUFDQ7O4wMDBkwcbNUFX35OXJQkcmqK/z1tdgYGDf39/k9Pt0x8tVu8Dsu73chomi2txwcHCx4OLkoKPX7/rg8/Ovr6/Ua2+S1NePj49WkrubcoedTmAV30NZAAAAAXRSTlMAQObYZgAAHHtJREFUeNrsmr2upDAMRh05L5KkCkJC6UhHg8T7P9HaxrPDAIu02rvVfKcgwflxinO5GQIBAAAAAAAAAAAAAAAAAACA/0yOMZPSY4ydTgyxWice6Iljhx6NbaBnlqnSI+8VeAHAB1sQzDOWSqETY5i1CIHpCe/gQ5zxUd8UQqQHTisoYSIAPohBWKRSg3Ij5d/KG6TO3KQoww/I6zM3WSQAV3mbVNYflFeL3iT2c/LWRABc5BXLKtFsFVLWmXnpblhL3QyqmwQrKTVPzFsno28x17O8Sh19PzIszPPLvSxzx+7yejKN+MZ5mHirh6CvwNpOqROvJHfzQOBLEXmXELLuLRubdpWDkbVRKSpka1atKuO4h7OP1+pJXkPmjVYYs7nXfG6X1wO+wyiBi/Z8B48r4FNqDjwHBc/kb0XsWNWsLhKrvCbblPKoUiSJFI4m5JhT230rocSUi1kjY8sSx3CV19omu7Z15V1kKeaUm+R0eaMmS5pyH1ni3NZ38LgCPqVm6R6T+NsIfCciikg5UhahTN5umrwKl3J/IzHYnT2o7aYRmeNUxzt5kwVHfVx7YX8m5uDi8rJaa9PoSJvsFPSZz6lN3s0e14HAd6LyihN9DqGavFkFEfhTnWaF20jKJCO6t+c/ytvVV89Dy2sXPA0m7+v17eqe2vUS5NvUxHohYsj7tahU4tFWAqsHFmgslJM6XvjlPTK6p/fbBm0ZWbBH9FE0H1rz0oLyznINXlP7ZJD3qzEPRDBV6S2vsf6jvIs2mrxGpBt5df9apq0dPH0HIS944O2BF2SbX3Ju5W3HbYNvCtYbeasoONgPQXoxa0RYSzZ5tc+YTnuUY/AhNeQFJm8Mgnvw8nEo07288fMHW+lq01Xe2rSD9hj320KU/QfbGNjktYsGjjuEY/AhNeQFJm8K5sbvV2WxUi7mWQllzckNunlfle0d2hQux8Ns72l959spNXO4ib1plas/ebsMt0adzLOcgr6Cc2rICyi6IWF7eVCnYLRq/+iFkfb3sFqcDylmq8eHD3Pi4Rhi8MZFqiovLXvPaDfFpj8FfQXlknoKhbwA30mdFpWC56rXTErS89x1b45SHfxw9nxGa0h9To+fRPbIPOXDyXIc/JNIHy5Z49Rf05+CvoJLalutFwAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAB8wgD8YueObQAEYgAGgvhJqNl/PnZIE1m6m8G1t73XzA3bzjjeA5u+cbwuASx7xEuVeMkSL1niJUu8ZImXLPGSJV6yxEuWeMkSL1niJUu8ZImXLPGSJV6yxEuWeMkSLz979o5iNxBEYfhwoKBBU/S7hTD0DuzEgfe/M9+eK5iHB3vMRKVbXyJQlxT9VCCZ5fE6szxeZ5bH68wyFW/ns17xSuHEPzTlacJdh6l4ySQipDa8EAaP9zEZi3cDEJXH/8W7BArctRiM957rTGSaQOZNnSwAkjZsDIO5Nh0zM+/v4m265qIWpFSFWiKA2skc4KwxGO9OVkxqKcqJPVOOGCjneSBVeGxULZ3c3sVLNuDgAKkjKPsKmiNkFjhjjMX7THcgc1sZ53MPv4m3AtjIuabC23ghPO4Pcx3VNTwYzqqdLcbiXStyZVvJcEN+EG/GPV4A8ke8OxPqGrk3nhigHCGEFbSzxVi8GyDUttqUJXwQr/wtXihb4QGQOAfIJDcjwtliL96oFDQyAmj1dbzxM/EWFmU834XMHZkTQPTFa469eBHWJXEAVdMZ6EHWOD4TbyM5AJAd2MmGwhQRE33zWmMwXmQOVGUWcgcKVVJUkil9Il6cnyDIlBMZsLpVUQ44Y0zFGzqWKjsQg8ioAGIRmYhHmNiOdTix9ABgSsOpnfdxMOOGjEH6xHJ06f7vzR5T8X7dyzYm4Yx7sHinJGr0eK/hweKtXUbFUvyPmnkXjvcb3LVdN97vT7/gLu268f58+gF3ab/ZsWMTAIEgiKJbwHANmJgZCCZ6XOT1X5YcVjHDfzV8hmVj422SnkKy2Hg3iekNlxpvk5jedKnxdi08HKKFxrvr9xZyZcY7pPvS7DqPQqzIeI9tjmqqaheHQ7DIeJcVL7IRL2wRL2wRL2wRL2wRL2wRL2wRL2wRL2wRL2wRL2wRL2wRL2wRL2wRL2x97J3datwwEIXFgQGBGPQv4xu//2N2Z7TuJG7cNm4KTeoD3XqjmZH26LNWOAHd8N76tLrhvfVpdcN769Pqw+BdODd3VT4B2Ud3LjuptRFAenUd3o2oaEGiV3VKj86d107JqWLiuo/nulqnh/pyKXmhetISmfZPiXLI+GL6MHgzMNxFdWTvM9JvwTuQ/fqH8BKA6lwFQG+c2OJP0gCnCkB2ziKvyWOqXEk+7zoAb8JL+HLnJH4UvBsYHN0lVaDpWX7hwrRdhVeqrNfhhf9zeKXvWID2V+BV3fD+Drwda8Kil60QrVF9HM9vxbgSjbBfLM+gEr7bXeV7rUcX+9IGjTqzj3UWqo0YubfH1YuIRttCI74HXgI9/9sH01zrQOoyy0undY5bG7RrKvElvKjKg8T0GVQpbJL3SPbRqv4c3nnDNE/zk2z0yPKP7sY0LPa1DioxDBrthZGDkalNByzvAG+lxRzXjC92TuIHwduAtiLpNAMpQTaFA6A8j9rZTz9JGJ5RXGMuBft3PwO0TmCROSUgaJ2ZbXUIXuGlJthYhAcD8O+B1wMxAgpQ5TlihXc4AjMBRRty0nEXIOUMg9cjTXhjRqYMbs4jSV4GAd2q/gLeCtTASMSzIgMIHUwJ2NQP+cRIDHZm5NBb2Bx45hm8zw7Mcc244X0LXo/umq5GkbEIb8MFcBW7F22VtzEgyawO54WNRSJFNeOhvKnzq2RnqTPXNquj7+zFIrzMZ4jvgpewbSCdX5I+5WrfNmS9H+RqyCg5NiWYYPDGDD9HJzEuY5VRNDeAKkxZ1Z/Am70vwqyX6mofgWsM7nnPdulpkXKrNAczUrs2B/a8H+HdHb+3DefwZrG/z7nO8oO1KsDORR9lakMIGaExctl0i4zkq+UHnwBs6vycxwXpkeNBVucAr0UIaaL3wOtRirySYhHCBnyHtygC0tDmZ1uRddAGryA01/8Q21ZYb6GkwMx2q3oOr4qqi8HVZUjnhC5NtcXgs7KHqOV0bGbkdMEcmHlvwDsdv/e85/Aqi0QZHNWxKXMLU7m52p8HX29JfjDxjYpxy7rS7PtAjylvdQ7wWoQHvRvegJwR5uI0ZSuv3/nEM3h2EF/C6wZIIwuDe56jMHit6jm8il6Twh3IAu/+WZcMqU5ayeA1I2fgwaO34N0dv+E9hXfgqWU/5qwsrs8Vs1dnzxGCi1sHWqyuLQl5N9m+5XhSUtd92q3OAV6LuAKvgqCZFXCqI7x1nhGbsK5IhsXzIjIw19sqOQd4reqpbNSE0ZwzeAN4k/YjvGakBpoDp/Ca4ze8J/BGYJsMJze3hyu6W8BV0Fsf/7q2xgC/r6vBbA6aEjOKXAbJZlfnk1guVucAr0VcgpcAmpksu9OY0hFe3clKN2125V/B6xZAyxSNOcJrVX8Nr9q3GrweSf04wmtGaqA5cA7vd8dveE/gXcG7b/Wtpw2NQZ6Q5GJ4QnYbuPiM8X3hTgRwdAHMZUDmvYBLYWxW5wCvRVyCdwXWmbkBw2cUobWXxeCVhsLS0MFl8Gt4HSmyOghGOsBrVX9n5c1+gLFDGDSVgXiAdzdS1wlfzIHX8Kp0QOa4Znyx47s+BN5tt474+ezRz4ejnbo+qW2dwSXOHRiP9kh59QvhRd6NKM7TlpFXvSUSkMLLOh7BXixC+n8fvEVAyNxcULgCYfa5ZPAija4xSUMH0qJnxDJ6TenVb2Bj4qB73rS13HWRkxdtt6qn0lBV7ECvG686sDmO7B3lqJVmOeL40sgEFHNA8nYNUhXpwBzXjBteg/fjFUD3H+bcuuG94f3q+sfgbVxueG99Tnjvv+e9dcN7w/sf6Ib31qfVDe+tb+zdMWvjMBjG8XdyoTxouKUQDfFQ8CDkRTaCA3vwgaG97/99zmpaEpzmjlwiJDnPH0pFhU1SfjVCTppiS4e3kVX54+XnYuVVOrzujELueG0tLKeS4VWwsip3vLoXllPJ8GqcUcgcrwKssIxKhbfDOYXM8bYAL71ZlQrvjHMKeeP1AC+9eZUIr8I5hczxaoCX3rxKhNchZBo5KW+8Az6q5eq4U3dsC3gnHBrltJzxNj0+Mp2kqumpNwO8Hpgt6hYY5KSc8c7ox9ZNPZykykILS453njoRKGns3MmxjPEO7SBSaxE/1pKmxrSmFZYabyjgXZUx3lDAm7DZNN7MXDkQb3l4Jwwi3jgvjHizwqsONXKpETZ865yZhBFvLnj96PCV0fXwjeBOw8qhGr0SRrw54FUa/ag6CTXKBsh66uQ01cL5I+QZjjf6iDc93maEVqsfDa1BP9dWhYZ6NmusvoVph+/Pp5Qd1KOsi4k3Jd7GmW8RqqnVBh+5eerOj5scoEd7skjulK3nHkD4Mm0nDxDxJsTbOOf/+9hhPPh2Wh8GRreTkpCfeoyy/Yg3Id7ZNLfvUtRLVq2XCtMj3NAg3nR4J3iJlsf237REvMnwNiYqr9ps/m4c8V6DtyhdZvOXXuJNhrePjGt0svGINxXeAZ1Ebdj8f10h3mvwFnVh7LD1+8gR8e6rpb2I/AyDnSztwuhzDi8X55Zun1O49znf9T0fp67jPPfjHF6uPq6sIuKtnpeq8BsKgydZegqjzzm8XZxbun1O4d7n/KHv+Ti1ivPcj3O/364+rqwi4t09LYU/5l9h8CpLr2H0OYe3i3NLt88p3Puc7/pvx21lrqC45k3+kkhGvMT7cEXDWz1XxMtWES/xxmlX2qKXeIn3q6q07QbiJV7iJd7iI17uNhQb8RIvuxzxEi8jXuItu2h499WeeNmqQvD+c7dBe4mavzs1u/G3k+9Le01kVLysqLjb8Ie98+1tGgbC+MlSRE4lJP2T1QWn8MZWJASyImQkEogKkSq+/xfC57RzWlqotjS0KI+0xjs/di7Rb97N3ZYR3rvVCO+F8G5w89gqAaRqoA/5Gb1qoeGWVcjj68+r8pz5vFXKR0cxFLxhECztIU6DdN6Nz9LYvrA1nFaSgNOEhUAKopgOZ92Dw/vl7Rf4gzjyx5a4LrwCOdywMqyPrz9DPOc+b/VjaswGgpcxFtnDyh7Dw/gEIGDh2WE79lng7X84ya1tlR3C27vuCF6jwOkyeL3OwwvKDPQDG2OOu/Q/hlcLnVWizPff5GqhCV6KNTt4yyqnjkoUGTxbWtT2TNumEIUGKBQa0cBT1JRClFk3bS2yTSW2lCnPe1p4C2ivv66aWoitDUlEwcGpLsThPSErpeHuaNeKmHNR1dQsMIP+9e7zCa6I0P0BJg9BsIphYWFOUoJ3mQYr8i1mrsNqGQSz+DS87WhqWHe6PHTHqyB4IFeYxmmwHg5ejhKFQZXv1gmB3MaMizUtvIgZ5BKVUFjAc0UzZmiUpPkdvFXzJHaVKkvEzUHaUgmk3BEr6EOFnb+9ftHOXbZEboFUoRKSUvAiq7ujCmXXimgMDXd1UwH968P777/DG7IE1ixw8C4txFOWxA7eBwtvFAWMzVxHMmXRHGBGramHN5mQLLx+NKxsg8Z13XHCpja2pFNGjLHhal6OqAnN4oACzFzMw8tR5qAVNv3Ai1vIFfJnlA2cSKixPky7gQJR2zhCH5KoH+E1OZ3goBaQOfFd/QYvanJlXSsKypZun0YJV9D7l28+HcNrwYtnLCR444hZPKm1LxumseUzsh1E3QMLYOH4Czy8e006owOifMki7yZnCjBhUQyMvjrmw+w2+Kq2RnW4hLUxD6/B2ob0FnqCNwcQz4J3gyi5BjhOm+Z3sT6ECI/wlgDZIby6yTNuUPy+8u5a3tquzwa37aRP0Je3P/722PuXHz8dwRuwdUKvISzdOkqlwB7eGQHHbMcUgFBcrFxr7eGdhiSy+9EWzcmKkO24p2xle6fWxxgVIkPCy1sCDigo25iHlz5IfcELz4UXNhIRjT5IW1wRXv4bvLVBFOIEvOIEvHmbpGv3vdvgn3bu8PXwhow4I3hD1sqvvGELr7V4s22crHn96HlCJTON827Warog78DwVkRCd+X1MQ+valfeKr8VeHMNTS3R/Dt4M1QbAH4hvNpVIdtnwPvzzR/1stWbVx14LZ0scKCu7NHpGN4VS1oI521rcgJePzqO2Cp2no47ekR2eHhVDlBh1ZZpGpH7mIe3oAIvN6hvBV6OmQPJp30FeCXq8/C68iA37nzbv8LLgZLU9CqfuPK++pO+tux+JHY9SbRaOlDnjKrWeTQ7hndBHVQE7CzhCXj9aKqi3e5b152yFKhsjoeB9/WL1x14DRfuthpUAiXyNlZR7Eq7DR7eAiUvn1bzqpIbLHzaV4DX7zZ4eBvEstgV2wU3iioChfUJeL0VEFXB1e4bWnGNsuG7rxo8vITZvAV1xqLZLGJrKlHT2XIPb9vxwKgjpVZ0Al4/Oo5YEAYR2b174YIsGWLlPYaJc4WSKlrae80yoent4V0so+pX0Dqcb4Uo6j62TjnkSuzXTi0RyyfXvIbnPm03tXuhE/S3z0vXT8nupy0VGr2reQ0HYXIokQOJrJTBruWtUmqBqsz9Pm/ff/pun0B09KDzJIphHSUAIZEJK6pWia3llEXLGZsQdQF9bjtS6ogtnun8xNvDfjTVvNFDHEaTrnuRRpbk2J1yWHhv+y2ufyypLrLlZgOXShm4gj7d3LM3R3j/tTKsL2K8gktVYwZX0LePt/aQiwHgpRIBRp1VIS9xabhYsoBr6Paeqzn+Pu+ou9UI76jxf5WN8N69xr+kGOG9W43wjvDerUZ4R92tRnh/sXfGKgwCQRDdzuZIkdJGC8FCtFEbwRSxivn//4kbEGxWIlG4uZtXDQwHQR6Xi8SVEAPKSwjlJfBcOquMkC0w8vJuAxycVUZ5YeHdBsoLC+WlvLBQ3u3cBgIF5SWw8Afb9losZJo0pBpSTUMAnfjaDX90aO5eJ69+Cy18L5GGREOiKYPo7q+9deJrl61dNxudvQ7t1HClvGmykGrSUGgoNE0Q3fzeWye+dtPa3ZzR2evQ/ovOM69F7Xx73PAYeSvBQ3kNyioXZJoI3rtFeS3yCnrr7Z8SPJTX3nqRX7s2uk6Ch/KajM6zATFHaCM4NVDeHZrKvzkbP5I72I9OeU+hbFvQY2/taokAyrtrL+TeWz4c8nGd8p5m7yho1H0Vxb77Ye8OVtuIgQAM62oY5gWmgbmkCgiJUEnspVKJDsr7v1Etb5u4EMdxCdmVNN/Z9ulnLOTFI/Fek6FqtRFEy5xpFcHTKjMz4qLeFEoEN8FFQzfxPn37qTaToinqvwQ8UbdbLFeCI3NslVcl8R+nkhtPju1rxYhcI8Q8S7pdxHt3aMvFNqPZRNYffjVadkQG/kGUC+oPFW+zb29wnN5/Q0Dklvg5X0uPZ/SR4z0uDtqo3dd8odqr7YXELVpDldniyxc7IibObVhG9/6HaOsiGOIUbh7wTac3I6PHu/0fq9sKQHypjwU5t269K6guQq4A/lK/oXiAySanxPtFdMq+jVXHnPAvZl4PoJHYorouOWNceGPmejCuv4uN280W74/Ds9oJtFzJwwtP5LjgLeNS2whZq3PBGZByh4z36fvhUQ3FGnOWKlaIZb7z6hTxPh72M3g/i3aQ1SoQkAzdUeN9uG9bXUdjjTtVnHe326wnu4+37U79pYaztHoxmgkeGT83Xbz7uG34bAswQ5WzrsTbIwsgY1fi7ZST0+748T4fd/ErIXqM9+G+PZgjRIfxKnU32K8UYqJ4hZB4xVAkXtEtiVd0S+IVv9mlAxIAAAAAQf9ftyPQDW7Jy5a8bMnLlrxsycuWvGzJy5a8bMnLlrxsyUvsltuqKyEMhsMPAUGCZwdvfP/H3MaxM+2Uudk3m+42i2X/moMJfhQ/1n7w/uxj7fPhLWUs0m79iTeiLP7G3dFJLUu8ibj3dObpisz9eT8WNxb0mzTvl0hFgGLpEnw7xs/+N3hRiSzub9aANQC3bkNqFnwTce9hAIkoAa8hgFWnuesYi0egmgr0C7y3Y/zsP4N3cmuQ/xG8mt3+Et6COta4cn/wfh+8k1sO5EpLlaOzlauS7BpztUQtQLhbIEeuSTO2oo5huXLpT/Dm+nBE5ua0iBlC4U2cdJ/TBd7xd3yQrTMtF8AXhXec1F7q0cYcHfBIL3pG2XQ/zbDSM286i/aS5hhlpOQ1hiuR9uDMfePqHmN+p308vCxjQSGLICwI8AIhch6BgW2/dWsB8UNldQgDlSiLqnDAK+I90Ik2QGMTkQdYApjapLOiXeA1gHOAAc80DvBuwluJIXpQfK4XVYUHvA0ItbtVSfsJDA+es6xuAwKrOsZYwQYCwKwxv/Q5/PHwSiFKaGT1CjcMlQFLBmUC6Y5nQyMnYzHwjpLAUlVlccCroiJo2KaKaYMk/cpaM6vKV3gZvYMNWL1pbh3PhqCHy1O9DFUMrPwIter2tLI646NbM1QlooC2xjjh1VLWnWN+o306vMotNSSywERxPTkDmrU2wB63vhAJyg9VVJKp/AmvI8UrbQg0VX56lBY02lDoCq9BjLoq6X6cONQBb9xpO+u1qTpAy/JWBfB7Z7I646duybrco8C8wytDHWN+58Ph0+FVbqnIutcTXuwW8vXWJ1i6uVQ84PW05w7fUjx9HayLp4L+Bq9FCHuKwW7mgNfs5571dnW8eXvT1QDp0tnZLUWBlPAO7yp6jvmN9unwVowl8Bu8Mv6nXW9d0CeyZSk+4JUdrNTglyqIjwIU0BHoxRZyi88GpmlXeM96qubeGbY+zs4q+IVRn1TdwStf+pv7f8D7hz1zW3EYhoGoGRAYwmDLl4S85P8/c5Fdk9Du43YhxAMtbnVxRQ+Koxi3Bf4D3oraSAjv//pqhqDYukvggLehtIPt6GArtVewKGkIm+cnvAJI2yO3sMz0Du+Zr7t4YITHYAaE/suuZ96RHclZ2AnvcvnoRpmYZ94bwtu43bB8wFsI8YJoVvr1GDh0g5ohw1YnvGRKwG5tmWkFDmNcvXBc7FF+gXfHuJuysNTap6KmbcB7yeeqrTjgzQRFAf85bTgbrOUkYi8jKGguA96zzEfq5vDm1tRocFFeb05ot16VYAo2RwUkN0MyystKqA/Ga4T6y+PhQ6G7rbf4empbKrhmptHk3mT5irK4BeayRyAuFq/g1jejXPOFRNQcB2vFQBbb3zfnJHXpgwsZ3yUiHkVrLyO0UfQi2R2GvBtlPrPx3h3ef5R+e5qamF0fUkxNeP9Qh69Q9115MHkBnjk5mPB+TR6I2X1ZmwCsTx4fTHinnqIJ79RtNeH9Ye+OiQAAgRgIpn0HFFDC4IKhwr8jbJDnVsNVaQJbz8c7y8n33oo/4l0RXYBjvPOMaAIM45Uq8YJ4kYtFvFuAZbwlKnsDPOO97NpBDQAhDADB9wm5BA/gXxc22GZGwz6g7frNGxAvowTi3d/xbKAZrw8b4XiNyhAvozwfr/Uw2Xgd5pCN10kk2XhBvIwjXrLES5Z4yRIvWeLltksHJwDCUADFBJ3Es/vP5w5t4fMgmSFZ8pIlL1nykiUvWfKSJS9Z8pIlL1nykiUvWfKSJS9Z8pIlL1nykiUvWfKSJS9ZO3kfmPSt54Vhy3lvmPZeAAAAAAAAwBk/p+kB5ZVh+EcAAAAASUVORK5CYII=)

**Method Signature:** Every method has a method signature. It is a part of the method declaration. It includes the **method name** and **parameter list**.

**Access Specifier/modifiers:** Access specifier or modifier is the access type of the method. It specifies the visibility of the method. Java provides **four** types of access specifier:

* **Public:** The method is accessible by all classes when we use public specifier in our application.
* **Private:** When we use a private access specifier, the method is accessible only in the classes in which it is defined.
* **Protected:** When we use protected access specifier, the method is accessible within the same package or subclasses in a different package.
* **Default:** When we do not use any access specifier in the method declaration, Java uses default access specifier by default. It is visible only from the same package only.

**Return Type:** Return type is a data type that the method returns. It may have a primitive data type, object, collection, void, etc. If the method does not return anything, we use void keyword.

**Naming a method**

method name should start with lowercase

Single-word method name: sum(), area()

Multi-word method name: areaOfCircle(), stringComparision()

Types of method

* Predefined Method
* User-defined Method

predefined/built-in methods

methods are the method that is already defined in the Java class libraries is known as predefined methods. It is also known as the **standard library method** or **built-in method**. We can directly use these methods just by calling them in the program at any point. Some pre-defined methods are **length(), equals(), compareTo(), sqrt(),** etc.

**When we call any of the predefined methods in our program, a series of codes related to the corresponding method runs in the background that is already stored in the library**.

user-defined methods

The method written by the user or programmer is known as **a user-defined** method. These methods are modified according to the requirement.

Method Calling

Once we have defined a method, it should be called. The calling of a method in a program is simple. When we call or invoke a user-defined method, the program control transfer to the called method.

A method returns to the code that invoked it when:

* It completes all the statements in the method
* It reaches a return statement
* Throws an exception

import java.io.\*;

// Class 1

// Helper class

class Addition {

    // Initially taking sum as 0

    // as we have not started computation

    int sum = 0;

    // Method

    // To add two numbers

    public int addTwoInt(int a, int b)

    {

        // Adding two integer value

        sum = a + b;

        // Returning summation of two values

        return sum;

    }

}

// Class 2

// Helper class

class GFG {

    // Main driver method

    public static void main(String[] args)

    {

        // Creating object of class 1 inside main() method

        Addition add = new Addition();

        // Calling method of above class

        // to add two integer

        // using instance created

        int s = add.addTwoInt(1, 2);

        // Printing the sum of two numbers

        System.out.println("Sum of two integer values :"

                           + s);

    }

}

static and instance method

static method

A method that has static keyword is known as static method. In other words, a method that belongs to a class rather than an instance of a class is known as a static method. We can also create a static method by using the keyword **static** before the method name.

The main advantage of a static method is that we can call it without creating an object.

mport java.io.\*;

class Geek {

    public static String geekName = "";

    public static void geek(String name)

    {

        geekName = name;

    }

}

class GFG {

    public static void main(String[] args)

    {

        // Accessing the static method geek()

        // and field by class name itself.

        Geek.geek("vaibhav");

        System.out.println(Geek.geekName);

        // Accessing the static method geek()

        // by using Object's reference.

        Geek obj = new Geek();

        obj.geek("mohit");

        System.out.println(obj.geekName);

    }

}

instance method

The method of the class is known as an **instance method**. It is a **non-static** method defined in the class. Before calling or invoking the instance method, it is necessary to create an object of its class.

import java.io.\*;

class Foo {

    String name = "";

    // Instance method to be called within the

    // same class or from a another class defined

    // in the same package or in different package.

    public void geek(String name) { this.name = name; }

}

class GFG {

    public static void main(String[] args)

    {

        // create an instance of the class.

        Foo ob = new Foo();

        // calling an instance method in the class 'Foo'.

        ob.geek("GeeksforGeeks");

        System.out.println(ob.name);

    }

}

when to use static method

* When you have code that can be shared across all instances of the same class, put that portion of code into static method.
* They are basically used to access static field(s) of the class.

**Abstract method**

Sometimes, we require just method declaration in super-classes.

This can be achieve by specifying the [**abstract**](https://www.geeksforgeeks.org/abstract-keyword-in-java/) type modifier.

These methods are sometimes referred to as *subclasser responsibility* because they have no implementation specified in the super-class. Thus, a subclass must [override](https://www.geeksforgeeks.org/overriding-in-java/) them to provide method definition.

rules for abstract method

* Any class that contains one or more abstract methods must also be declared abstract
* The following are various **illegal combinations** of other modifiers for methods with respect to *abstract* modifier:
  1. final
  2. abstract native
  3. abstract synchronized
  4. abstract static
  5. abstract private
  6. abstract strictfp

abstract class A {

    // abstract method

    // it has no body

    abstract void m1();

    // concrete methods are still

    // allowed in abstract classes

    void m2()

    {

        System.out.println("This is "

                           + "a concrete method.");

    }

}

// concrete class B

class B extends A {

    // class B must override m1() method

    // otherwise, compile-time

    // exception will be thrown

    void m1()

    {

        System.out.println("B's "

                           + "implementation of m1.");

    }

}

// Driver class

public class AbstractDemo {

    public static void main(String args[])

    {

        B b = new B();

        b.m1();

        b.m2();

    }

}

Constructors

constructor is a block of code(similar to method) having same name as class name.

A constructor in Java is a **special method** that is used to initialize objects. The constructor is called when an object of a class is created. It can be used to set initial values for object attributes.

constructor does not have any return type not even ‘**void’**

because it has nothing to return anything it just initialize the object of class.

Every time an object is created using the new() keyword, at least one constructor is called.

**Note:**

**1) only 4 modifiers are applicable for constructors i.e public, protected, default, & private**

**(static, final, synchronized cannot be used with constructor)**

**2) constructor execute automatically when we create an object of class.**

**use of constructor**

**constructor is used to initialize the object of class.(not to create an object)**

It is called constructor because it constructs the values at the time of object creation. It is not necessary to write a constructor for a class. It is because java compiler creates a default constructor if your class doesn't have any.

**How Constructor is different from method.**

* Constructors must have the same name as the class within which it is defined it is not necessary for the method in Java.
* Constructors do not return any type while method(s) have the return type or **void** if does not return any value.
* Constructors are called only once at the time of Object creation while method(s) can be called any number of times.

**Why do we need constructor?**

class Employee{

String name;

in emp\_id;

p s v m(String[] args)

{

Employee e1=new Employee();

Employee e2=new Employee();

--

}

}

e1 e2

-there are 3 ways to initialize a object

1) by using reference variable.

2) by using method

3) by using constructor

1)

String name=’sagar’;

int emp\_id=101;

using this way we can only initialize for only one object or for every object same value will allocate, here name=sagar & emp\_id=101 will allocate to both Employee object e1 7& e1.

Employee e1=new Employee();

e1.name=’sagar’

e1.emp\_id=101;

Employee e2=new Employee();

e2.name=’AK’;

e2.emp\_id=’102’;

-this approach can be used resolved problem with reference variable but it increase unnecessary

lines of code.

3)

to resolved this problem we can used **Constructor.**

class Employee{

String name;

in emp\_id;

Employee(String name, int emp\_id){

this.name=name; creating constructor, parameterise constructor

this.emp\_id=emp\_id;

}

p s v m(String[] args)

{

Employee e1=new Employee(‘sagar’,101);

Employee e2=new Employee(‘abc’ 102);

--

}

}

-in this way constructor is used to initialise an object, and reduce no. of lines in code.

So constructors are used to assign values to the class variables at the time of object creation, either explicitly done by the programmer or by Java itself (default constructor).

**When constructor is called?**

Each time an object is created using a **new()** keyword, at least one constructor (it could be the default constructor) is invoked to assign initial values to the **data members**of the same class.

**Rules for creating constructor**

1. Constructor name must be the same as its class name
2. A Constructor must have no explicit return type
3. A Java constructor cannot be abstract, static, final, and synchronized can only have publc, protected, private & default<>

**Syntax**

class Geek

{

.......

// A Constructor

Geek() {

}

.......

}

// We can create an object of the above class

// using the below statement. This statement

// calls above constructor.

Geek obj = new Geek();

**Types of Constructors**

* **No-argument constructor**
* **Parameterized Constructor**
* **Default Constructor**

**No-argument constructor**

A constructor that has no parameter is known as the No-argument or Zero argument constructor.

import java.io.\*;

class Geek {

    int num;

    String name;

    // this would be invoked while an object

    // of that class is created.

    Geek() { System.out.println("Constructor called"); }

}

class GFG {

    public static void main(String[] args)

    {

        // this would invoke default constructor.

        Geek geek1 = new Geek();

        // Default constructor provides the default

        // values to the object like 0, null

        System.out.println(geek1.name);

        System.out.println(geek1.num);

    }

}

**Parameterised constructor**

A constructor that has parameters is known as parameterized constructor. If we want to initialize fields of the class with our own values, then use a parameterized constructor.

import java.io.\*;

// Class 1

class Geek {

    // data members of the class.

    String name;

    int id;

    // Constructor would initialize data members

    // With the values of passed arguments while

    // Object of that class created

    Geek(String name, int id)

    {

        this.name = name;

        this.id = id;

    }

}

// Class 2

class GFG {

    // main driver method

    public static void main(String[] args)

    {

        // This would invoke the parameterized constructor.

        Geek geek1 = new Geek("adam", 1);

        System.out.println("GeekName :" + geek1.name

                           + " and GeekId :" + geek1.id);

    }

}

**Default constructor**

If we do not create any constructor, the Java compiler automatically create a no-arg constructor during the execution of the program. This constructor is called default constructor.

The default constructor is used to provide the default values to the object like 0, null, etc., depending on the type.

class Main {

int a;

boolean b;

public static void main(String[] args) {

// A default constructor is called

Main obj = new Main();

System.out.println("Default Value:");

System.out.println("a = " + obj.a);

System.out.println("b = " + obj.b);

}

}

O/P

0

false

Note:

Here, we haven't created any constructors. Hence, the Java compiler automatically creates the default constructor.

The default constructor initializes any uninitialized instance variables with default values.

**Constructor Overloading**

In Java, a constructor is just like a method but without return type. It can also be overloaded like Java methods.

Constructor [overloading in Java](https://www.javatpoint.com/method-overloading-in-java) is a technique of having more than one constructor with different parameter lists. They are arranged in a way that each constructor performs a different task. They are differentiated by the compiler by the number of parameters in the list and their types.

class Main {

String language;

// constructor with no parameter

Main() {

this.language = "Java";

}

// constructor with a single parameter

Main(String language) {

this.language = language;

}

public void getName() {

System.out.println("Programming Langauage: " + this.language);

}

public static void main(String[] args) {

// call constructor with no parameter

Main obj1 = new Main();

// call constructor with a single parameter

Main obj2 = new Main("Python");

obj1.getName();

obj2.getName();

}

}

O/P

Programming Language: Java

Programming Language: Python

Note:

In the above example, we have two constructors: Main() and Main(String language). Here, both the constructor initialize the value of the variable language with different values.

Based on the parameter passed during object creation, different constructors are called and different values are assigned.

**Call one constructor from another constructor/Constructor chaining**

Constructor chaining is the process of calling one constructor from another constructor with respect to current object.

One of the main use of constructor chaining is to avoid duplicate codes while having multiple constructor (by means of constructor overloading) and make code more readable.

Channing can be done in two ways

* **Within same class**: It can be done using **this()** keyword for constructors in the same class
* **From base class:**by using **super()** keyword to call the constructor from the base class.

Constructor chaining occurs through **inheritance**. A sub-class constructor’s task is to call super class’s constructor first. This ensures that the creation of sub class’s object starts with the initialization of the data members of the superclass. There could be any number of classes in the inheritance chain. Every constructor calls up the chain till the class at the top is reached.

why do we need constructor chaining?

This process is used when we want to perform multiple tasks in a single constructor rather than creating a code for each task in a single constructor we create a separate constructor for each task and make their chain which makes the program more readable.

**Within same class**

if we want to make communication between constructor of same class we need to use **this()** method

this() method is use to call another constructor of same class.

public class ConstructorChain

{

//default constructor

ConstructorChain()

{

this("Javatpoint");

System.out.println("Default constructor called.");

}

//parameterized constructor

ConstructorChain(String str)

{

System.out.println("Parameterized constructor called");

}

//main method

public static void main(String args[])

{

//initializes the instance of example class

ConstructorChain cc = new ConstructorChain();

}

}

O/P

Parameterized constructor called

Default constructor called

Note:

in the above example, we have created an instance of the class without passing any parameter. It first calls the default constructor and the default constructor redirects the call to the parameterized one because of this(). The statements inside the parameterized constructor are executed and return back to the default constructor. After that, the rest of the statements in the default constructor is executed and the object is successfully initialized.

ConstructorChain cc = **new** ConstructorChain(); -> ConstructorChain() -> ConstructorChain(String str) -> System.out.println() -> ConstructorChain() -> System.out.println()

**Calling super class constructor**

Sometimes, we need to call the superclass (parent class) constructor from the child class (derived class) in such cases, we use the super() keyword in the derived class constructor. It is optional to write super() because JVM automatically puts it. It should always write in the first line. We get a syntax error if we try to call a superclass constructor in the child class.

class Demo

{

//base class default constructor

Demo()

{

this(80, 90);

System.out.println("Base class default constructor called");

}

//base class parameterized constructor

Demo(int x, int y)

{

System.out.println("Base class parameterized constructor called");

}

}

//derived class or child class

class Prototype extends Demo

{

//derived class default constructor

Prototype()

{

this("Java", "Python");

System.out.println("Derived class default constructor called");

}

//derived class parameterized constructor

Prototype(String str1, String str2)

{

super();

System.out.println("Derived class parameterized constructor called");

}

}

public class ConstructorChaining

{

//main method

public static void main(String args[])

{

//initializes the instance of example class

Prototype my\_example = new Prototype();

}

}

in above example, Prototype() call no-arg prototype constructor after that no-arg prototype constructor call this() method due to which arg type constructor got call no-arg default constructor & because of this() method it will call arg type default constructor and print

then control go back to default constructor and print

after control again go back to prototype() constructor and back to default prototype constructor.

O/P

![What is constructor chaining in Java](data:image/png;base64,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)

Note:

1)Constructor can call other constructors of the same or superclass

2)Constructors call from a constructor must be the first line(this() or super() method must be at first line).

3)such series of invocation of constructors is known as constructor chaining

super() or this()

-first line constructor is either super() or this() –by default super().

-Constructor never contain super() or this() both.

**Copy Constructors**

**Inheritance**

**Inheritance in Java** is a mechanism in which one object acquires all the properties and behaviors of a parent object.

The idea behind inheritance in Java is that you can create new [classes](https://www.javatpoint.com/object-and-class-in-java) that are built upon existing classes. When you inherit from an existing class, you can reuse methods and fields of the parent class. Moreover, you can add new methods and fields in your current class also.

-it is-A-relationship

-code reusability

-extends keyword (implement inheritance)

* **Sub Class/Child Class:** Subclass is a class which inherits the other class. It is also called a derived class, extended class, or child class.
* **Super Class/Parent Class:** Superclass is the class from where a subclass inherits the features. It is also called a base class or a parent class.

1. **class** Subclass-name **extends** Superclass-name
2. {
3. //methods and fields
4. }

The **extends keyword** indicates that you are making a new class that derives from an existing class. The meaning of "extends" is to increase the functionality.

eg

class P

{

public void m1()

{

sopln(“parent”);

}

}

class C extends P

{

public void m2()

{

sopln(“”child”);

}

}

-one method is available for parent class

-two methods are available for child class

Note

members (method, variables) of parent class by default available to child class

**creating object and calling objects**

class Test

{

p s v m(String[] args)

{

P p=new P();

p.m1(); //possible

p.m2(); //not possible

}

}

-**on parent reference(p) we can call only methods which are present in parent class but not methods which are present in child class**

**-on parent reference we can’t call child specific members**

C c=new C();

c.m1(); //possible

c.m2(); //possible

-**on child reference we can call both parent and child specific members.**

P p=new C();

p.m1();

p.m2();

-**parent reference can be used to call child class object, but using that reference we cant call child specific methods.**

C c new P(); //not possible

-**child reference can’t be use to call parent object.**

**Importance of Inheritance**

-code reusability

-reduce development time

-all java API classes are implemented using inheritance.

class Bicycle {

    // the Bicycle class has two fields

    public int gear;

    public int speed;

    // the Bicycle class has one constructor

    public Bicycle(int gear, int speed)

    {

        this.gear = gear;

        this.speed = speed;

    }

    // the Bicycle class has three methods

    public void applyBrake(int decrement)

    {

        speed -= decrement;

    }

    public void speedUp(int increment)

    {

        speed += increment;

    }

    // toString() method to print info of Bicycle

    public String toString()

    {

        return ("No of gears are " + gear + "\n"

                + "speed of bicycle is " + speed);

    }

}

// derived class

class MountainBike extends Bicycle {

    // the MountainBike subclass adds one more field

    public int seatHeight;

    // the MountainBike subclass has one constructor

    public MountainBike(int gear, int speed,

                        int startHeight)

    {

        // invoking base-class(Bicycle) constructor

        super(gear, speed);

        seatHeight = startHeight;

    }

    // the MountainBike subclass adds one more method

    public void setHeight(int newValue)

    {

        seatHeight = newValue;

    }

    // overriding toString() method

    // of Bicycle to print more info

    @Override public String toString()

    {

        return (super.toString() + "\nseat height is "

                + seatHeight);

    }

}

// driver class

public class Test {

    public static void main(String args[])

    {

        MountainBike mb = new MountainBike(3, 100, 25);

        System.out.println(mb.toString());

    }

}

**Types of Inheritance**

1 Single inheritance

1. single Inheritance
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class B extends A

class one {

    public void print\_geek()

    {

        System.out.println("Geeks");

    }

}

class two extends one {

    public void print\_for() { System.out.println("for"); }

}

// Driver class

public class Main {

    public static void main(String[] args)

    {

        two g = new two();

        g.print\_geek();

        g.print\_for();

        g.print\_geek();

    }

}

2 Multilevel inheritance

In Multilevel Inheritance, a derived class will be inheriting a base class, and as well as the derived class also acts as the base class for other classes. In the below image, class A serves as a base class for the derived class B, which in turn serves as a base class for the derived class C.
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class C extends B

class B extends A

class one {

    public void print\_geek()

    {

        System.out.println("Geeks");

    }

}

class two extends one {

    public void print\_for() { System.out.println("for"); }

}

class three extends two {

    public void print\_geek()

    {

        System.out.println("Geeks");

    }

}

// Drived class

public class Main {

    public static void main(String[] args)

    {

        three g = new three();

        g.print\_geek();

        g.print\_for();

        g.print\_geek();

    }

}

3 Hierarchal Inheritance

In Hierarchical Inheritance, one class serves as a superclass (base class) for more than one subclass. In the below image, class A serves as a base class for the derived classes B, C, and D.
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class A {

    public void print\_A() { System.out.println("Class A"); }

}

class B extends A {

    public void print\_B() { System.out.println("Class B"); }

}

class C extends A {

    public void print\_C() { System.out.println("Class C"); }

}

class D extends A {

    public void print\_D() { System.out.println("Class D"); }

}

// Driver Class

public class Test {

    public static void main(String[] args)

    {

        B obj\_B = new B();

        obj\_B.print\_A();

        obj\_B.print\_B();

        C obj\_C = new C();

        obj\_C.print\_A();

        obj\_C.print\_C();

        D obj\_D = new D();

        obj\_D.print\_A();

        obj\_D.print\_D();

    }

}

Note:

1 Multiple Inheritance
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-here parent classes are multiple, single child class inherit multiple parent class at a time.

-java doesn’t support multiple inheritance.

2 Hybrid Inheritance

-it is a combination of inheritance.

-java doesn’t support hybrid inheritance

4 Multiple Inheritance (Through inheritance)

In java, we can achieve multiple inheritances only through [Interfaces](https://www.geeksforgeeks.org/interfaces-in-java/).

interface two {

    public void print\_for();

}

interface three extends one, two {

    public void print\_geek();

}

class child implements three {

    @Override public void print\_geek()

    {

        System.out.println("Geeks");

    }

    public void print\_for() { System.out.println("for"); }

}

// Drived class

public class Main {

    public static void main(String[] args)

    {

        child c = new child();

        c.print\_geek();

        c.print\_for();

        c.print\_geek();

    }

}

5 Hybrid Inheritance (through Interface)

-it is the combination of two or more types of inheritance, it can only support through interface.

**Important facts about inheritance in Java**

* **Default superclass**: Except [Object](https://www.geeksforgeeks.org/object-class-in-java/) class, which has no superclass, every class has one and only one direct superclass (single inheritance). In the absence of any other explicit superclass, every class is implicitly a subclass of the [Object](https://www.geeksforgeeks.org/object-class-in-java/) class.
* **Superclass can only be one:** A superclass can have any number of subclasses. But a subclass can have only **one** superclass. This is because Java does not support [multiple inheritances](https://www.geeksforgeeks.org/java-and-multiple-inheritance/) with classes. Although with interfaces, multiple inheritances are supported by java.
* **Inheriting Constructors:**A subclass inherits all the members (fields, methods, and nested classes) from its superclass. Constructors are not members, so they are not inherited by subclasses, but the constructor of the superclass can be invoked from the subclass.
* **Private member inheritance:** A subclass does not inherit the private members of its parent class. However, if the superclass has public or protected methods(like getters and setters) for accessing its private fields, these can also be used by the subclass.

Why java doesn’t support multiple inheritance.

To reduce the complexity and simplify the language, multiple inheritance is not supported in java.

Consider a scenario where A, B, and C are three classes. The C class inherits A and B classes. If A and B classes have the same method and you call it from child class object, there will be ambiguity to call the method of A or B class.

Since compile-time errors are better than runtime errors, Java renders compile-time error if you inherit 2 classes. So whether you have same method or different, there will be compile time error.

class A{

void msg(){System.out.println("Hello");}

}

class B{

void msg(){System.out.println("Welcome");}

}

class C extends A,B{//suppose if it were

public static void main(String args[]){

C obj=new C();

obj.msg();//Now which msg() method would be invoked?

}

}

O/P compile time error.

**Aggregation**

**When an object A contains a reference to another object B or we can say Object A has a HAS-A relationship with Object B, then it is termed as Aggregation**. Aggregation helps in reusing the code. Object B can have utility methods and which can be utilized by multiple objects.

public class Address {

String city,state,country;

public Address(String city, String state, String country) {

this.city = city;

this.state = state;

this.country = country;

}

}

Address.java

public class Emp {

int id;

String name;

Address address;

public Emp(int id, String name,Address address) {

this.id = id;

this.name = name;

this.address=address;

}

void display(){

System.out.println(id+" "+name);

System.out.println(address.city+" "+address.state+" "+address.country);

}

public static void main(String[] args) {

Address address1=new Address("gzb","UP","india");

Address address2=new Address("gno","UP","india");

Emp e=new Emp(111,"varun",address1);

Emp e2=new Emp(112,"arun",address2);

e.display();

e2.display();

}

}

Emp.java

Emp has –A relation with Address.

-if we have a class and already created then we can use that class with reference to another class

-here Address class is use in Emp class.

Polymorphism

The word polymorphism means having many forms. In simple words, we can define polymorphism as the ability of a message to be displayed in more than one form.

A person at the same time can have different characteristics. Like a man at the same time is a father, a husband, an employee. So the same person possesses different behavior in different situations. This is called polymorphism.   
Polymorphism is considered one of the important features of Object-Oriented Programming. Polymorphism allows us to perform a single action in different ways. In other words, polymorphism allows you to define one interface and have multiple implementations. The word “poly” means many and “morphs” means forms, So it means many forms.

In Java polymorphism is mainly divided into two types:

* Compile-time Polymorphism
* Runtime Polymorphism

Poly= many

Morphs=forms

Method overriding, method overloading comes under polymorphism

**Polymorphism**

**Static**| **compile** **time**| **early** **binding** **dynamic| runtime| late binding**

**Overloading method hiding overriding**

1 **Compile time polymorphism**

It is also known as static polymorphism. This type of polymorphism is achieved by method overloading or operator overloading. (operator overloading doesn’t support in java).

**Method Overloading**

If a [class](https://www.javatpoint.com/object-and-class-in-java) has multiple methods having same name but different in parameters, it is known as **Method Overloading**.

Method overloading increases the readability of the program.

There are two ways to overload the method in java

1. By changing number of arguments
2. By changing the data type

-java doesn’t support by changing data type

In java, method overloading is not possible by changing the return type of the method only because of ambiguity

Case 1

class Test

{

public void m1(){

sopln(“no arg method”);

}

public void m1(int i);{

sopln(“int arg method”);

}

public void m1(double d){

sopln(“double arg method”);

}

}

p s v main(String[] args);{

Test t=new Test();

t.m1(); //no arg method

t.m1(10); // int arg method

t.m1(10.5); // double arg method

Case 2

Automatic promotion of argument types in method overloading
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-in this case if defined argument type is doesn’t contain in calling method then compiler will promote that argument type and display output.

class Test

{

public void m1(int i){

sopln(“int argument type”);

}

public void m1(float){

sopln(“float argument type”);

}

p s v m(String[] args){

Test t=new Test();

t.m1(10); //int argument type

t.m1(10.5); // float argument type

t.m1(“abc”); //promoted to int argument type

t.m1(10.5d) // error as double can’t be promote

Case 3

class Test

{

Public void m1(object o);{

Sopln(“object version”);

}

Public void m1(String s);{

Sopln(“string version”)

}

P s v m(String[] args){

Test t=new Test();

t.m1(new object); // object version

t.m1(“Durga”); //string version

t.m1(null); //string version

}

Null is valid for any type of object reference

For null

Object -parent

String -child

**If parent and child argument are there then child will get preference**

Case 4

class Test

{

Public void m1(string s){

Sopln(“string version”);

}

Public void m1(stringBuffer sb){

Sopln(“stringbuffer version”);

}

}

P s v m(String[] args){

Test t=new Test();

t.m1(“durga”); //string version

t.m1(new stringBuffer(“durga”); //stringBuffer version

t.m1(null); //CE

**Note: if both methods arguments match and there is no parent child relation then CE will get**.

Object

String stringBuffer

**Exact match will get highest priority**

Case 5

class Test

{

Public void m1(int i, float f){

Sopln(“int-float version”);

}

Public void m1(float f, int i){

Sopln(“float-int version”);

}

P s v m(String[] args);

Test t=new Test();

t.m1(10, 10.5f); //int-float version

t.m1(10.5f, 10); // float-int version

t.m1(10,10); //CE

t.m1(10.5f,10.5f); //CE

}

Case 6

Class Animal

{  
}

Class Monkey extends Animal{

}

Class Test

{

Public void m1(Animal a){

Sopln(“animal version”)

}

Public void m1(monkey m){

Sopln(“monkey version”)

}

P s v m(String[] args){

Test t=new Test();

Animal a=new Animal();

t.m1(a); //animal version

Monkey m=new Monkey();

t.m1(m); //monkey version

Animal a1=new Monkey();

t.m1(a1); // animal version

}

}

**In method overloading method resolution is always take care by compiler based on reference type, runtime object never play any role.**

**Overloading also known as compile time polymorphism, static polymorphism or early binding.**

**Method Overriding**

If subclass (child class) has the same method as declared in the parent class, it is known as **method overriding in Java**.

In other words, If a subclass provides the specific implementation of the method that has been declared by one of its parent class, it is known as method overriding.

Sometimes child class may not satisfy parent method implementation, then child is allowed to redefined method according to its requirement it is call method overriding.

Used of method overriding

* Method overriding is used to provide the specific implementation of a method which is already provided by its superclass.
* Method overriding is used for runtime polymorphism

Method overriding is also known as runtime polymorphism, dynamic polymorphism or late binding.

#### **Rules for Java Method Overriding**

1. The method must have the same name as in the parent class
2. The method must have the same parameter as in the parent class.
3. There must be an IS-A relationship (inheritance).

Note: if we want to change a method which is already declare in parent class then should go for method overriding.

class P

{

Public void property(){

Sopln(“cash+gold”);

}

Public void marry(){

Sopln(“sita”+”gita”);

}

}

Class C extends P

{

Public void marry(){

Sopln(“sunny leone”)

}

}

Class Test

{

P s v m(String[] args){

P p=new P();

p.marry(); //parent method

C c=new C();

c.marry(); //child method

P p1=new C();

p1.marry(); //child method

}

}

Eg:

class Bank{

int getRateOfInterest(){return 0;}

}

//Creating child classes.

class SBI extends Bank{

int getRateOfInterest(){return 8;}

}

class ICICI extends Bank{

int getRateOfInterest(){return 7;}

}

class AXIS extends Bank{

int getRateOfInterest(){return 9;}

}

//Test class to create objects and call the methods

class Test2{

public static void main(String args[]){

SBI s=new SBI();

ICICI i=new ICICI();

AXIS a=new AXIS();

System.out.println("SBI Rate of Interest: "+s.getRateOfInterest());

System.out.println("ICICI Rate of Interest: "+i.getRateOfInterest());

System.out.println("AXIS Rate of Interest: "+a.getRateOfInterest());

}

}

**How method resolution is works in overriding**

in overriding method resolution is always take care by JVM based on runtime object reference type.

**Note:**

**While overriding we can’t reduce scope of modifiers but can increase**.

Parent public protected default

Child public protected/public default/protected/public

Note:

1 we can’t override static method.

It is because the static method is bound with class whereas instance method is bound with an object. Static belongs to the class area, and an instance belongs to the heap area.

-therefore we also can’t override main method.

Method Hiding

**Method hiding** can be defined as, "if a subclass defines a static method with the same signature as a static method in the super class, in such a case, the method in the subclass hides the one in the superclass." The mechanism is known as **method hiding**. It happens because static methods are resolved at compile time.

Static methods are bonded during compile time using types of reference variables not object. We know that static methods are accessed by using the class name rather than an object. Note that the static method can be overloaded, but cannot be overridden in Java.

when parent and child both methods static then such overriding is call is method hiding.

in this method resolution is take care by compiler base on reference type.

class Complex {

    public static void f1()

    {

        System.out.println(

            "f1 method of the Complex class is executed.");

    }

}

// class child extend Demo class

class Sample extends Complex {

    public static void f1()

    {

        System.out.println(

            "f1 of the Sample class is executed.");

    }

}

public class Main {

    public static void main(String args[])

    {

        Complex d1 = new Complex();

        // d2 is reference variable of class Demo that

        // points to object of class Sample

        Complex d2 = new Sample();

        // But here method will be call using type of

        // reference

        d1.f1();

        d2.f1();

    }

}

O/P

f1 method of the Complex class is executed.

f1 method of the Complex class is executed.

method resolution is take care by compiler, here reference d1 & d2 are of Complex i’e parent class therefore it will call parent class f1 method.

**Difference between method overriding and hiding**.

|  |  |
| --- | --- |
| Method Hiding | Method Overriding |
| both parent and child should be static | both parent and child should be non-static |
| method resolution always take care by compiler base on reference type | method resolution always take by JVM base on runtime object |
| best known as compile time polymorphism, static, early biding | best known as runtime polymorphism dynamic or late biding. |

**Overriding wrt var-arg methods**

method resolution is always takes by JVM base on runtime object.

public void m1(int ….i);

{

sopln(“parent”);

}

class C extends P

{

public void m1(int …..i);

{

sopln(‘child”);

}

P p=new P();

C c=new C();

P p1=new C();

p.m1(); //parent

c.m1(); //child

p1.m1(); //child

child method should always be var-args method.

**Difference between overloading & overriding**

|  |  |  |
| --- | --- | --- |
| Property | Overloading | Overriding |
| method name | must be same | must be same |
| argument type | must be different(at least order) | must be different(including order) |
| private/final static method | can be overload | cannot override |
| return type | no restriction | return type of child and parent must be same. |
| method resolution | compiler based on reference type | JVM based on object method |
| other name | C T polymorphism, static, early biding | R T polymorphism, dynamic, late biding. |

Encapsulation

Package

A **java package** is a group of similar types of classes, interfaces and sub-packages.

Package in java can be categorized in two form, built-in package and user-defined package.

There are many built-in packages such as java, lang, awt, javax, swing, net, io, util, sql etc.

**Advantage of package**

1) Java package is used to categorize the classes and interfaces so that they can be easily maintained.

2) Java package provides access protection.

3) Java package removes naming collision.
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Naming conflict- decreases

Maintainability –increases

Security –increases

**Syntax**

package mypack;

public class Simple{

public static void main(String args[]){

System.out.println("Welcome to package");

}

}

**Access package from one to another**

There are three ways to access the package from outside the package.

1. import package.\*;
2. import package.classname;
3. fully qualified name.

**1 using package.\*; statement**

If you use package.\* then all the classes and interfaces of this package will be accessible but not subpackages.

package pack;

public class A{

public void msg(){System.out.println("Hello");}

}

package mypack;

import pack.\*;

class B{

public static void main(String args[]){

A obj = new A();

obj.msg();

}

}

**2 using packagename.classname; statement**

If you import package.classname then only declared class of this package will be accessible.

package pack;

public class A{

public void msg(){System.out.println("Hello");}

}

package mypack;

import pack.A;

class B{

public static void main(String args[]){

A obj = new A();

obj.msg();

}

}

**3 using fully qualified name.**

If you use fully qualified name then only declared class of this package will be accessible. Now there is no need to import. But you need to use fully qualified name every time when you are accessing the class or interface.

It is generally used when two packages have same class name e.g. java.util and java.sql packages contain Date class.

package pack;

public class A{

public void msg(){System.out.println("Hello");}

}

package mypack;

class B{

public static void main(String args[]){

pack.A obj = new pack.A();//using fully qualified name

obj.msg();

}

}

**Note:**

-if you are using import statement then all the classes & interface of that package will get imported not sub-packages.

-in java source file at most one package is allowed.

-package statement must be first statement.

-any import statement can be possible.

**Access Modifiers**

There are two types of modifiers in Java: **access modifiers** and **non-access modifiers**.

The access modifiers in Java specifies the accessibility or scope of a field, method, constructor, or class. We can change the access level of fields, constructors, methods, and class by applying the access modifier on it.

There are four types of Java access modifiers:

1. **Private**: The access level of a private modifier is only within the class. It cannot be accessed from outside the class.
2. **Default**: The access level of a default modifier is only within the package. It cannot be accessed from outside the package. If you do not specify any access level, it will be the default.
3. **Protected**: The access level of a protected modifier is within the package and outside the package through child class. If you do not make the child class, it cannot be accessed from outside the package.
4. **Public**: The access level of a public modifier is everywhere. It can be accessed from within the class, outside the class, within the package and outside the package.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **Access Modifier** | **within class** | **within package** | **outside package by subclass only** | **outside package** |
| **Private** | Y | N | N | N |
| **Default** | Y | Y | N | N |
| **Protected** | Y | Y | Y | N |
| **Public** | Y | Y | Y | Y |

1 Private

The private access modifier is specified using the keyword **private**.

* The methods or data members declared as private are accessible only **within the class** in which they are declared.
* Any other **class of**the **same package will not be able to access** these members.

package p1;

class A

{

private void display()

    {

        System.out.println("GeeksforGeeks");

    }

}

class B

{

public static void main(String args[])

    {

        A obj = new A();

        // Trying to access private method

        // of another class

        obj.display();

    }

}

2 Default

When no access modifier is specified for a class, method, or data member – It is said to be having the **default** access modifier by default.

* The data members, class or methods which are not declared using any access modifiers i.e. having default access modifier are accessible **only within the same package**.

package p1;

// Class Geeks is having Default access modifier

class Geek

{

    void display()

    {

        System.out.println("Hello World!");

    }

}

package p2;

import p1.\*;

// This class is having default access modifier

class GeekNew

{

    public static void main(String args[])

    {

        // Accessing class Geek from package p1

        Geeks obj = new Geek();

        obj.display();

    }

}

O/P: compilation error

3 Protected

* The methods or data members declared as protected are **accessible within the same package or subclasses in different packages.**

if variable/method is declare as protected then it can be **accessible anywhere within same package** but **only in child method/class of another package.**

**protected=<default> + child**

eg:

package pack1;

public class A{

protected void m1(){

sopln(“A class protected method”);

}

}

public class B extends A{

p s v m(String[] args){

A a=new A();

a.m1();

B b=new B();

b.m1();

A a1=new B();

a1.m1();

}

}

-since child class is also in the same package, we can use protected method with parent reference, child reference and parent reference with child method also.

-but child class is outside the package then we can only use child reference for the method.

Eg:

package pack1;

public class A{

protected void m1(){

sopln(“A class is protected method”);

}

}

package pack2;

import pack1;

public class B extends A{

p s v m(String[] args){

A a=new A();

a.m1();

B b=new B(); work fine

b.m1(); give CE

A a1=new B();

a1.m1();

}

}

4 Public

The public access modifier is specified using the keyword **public**.

* The public access modifier has the **widest scope** among all other access modifiers.
* Classes, methods, or data members that are declared as public are **accessible from everywhere** in the program. There is no restriction on the scope of public data members.

package p1;

public class A

{

public void display()

    {

        System.out.println("GeeksforGeeks");

    }

}

package p2;

import p1.\*;

class B {

    public static void main(String args[])

    {

        A obj = new A();

        obj.display();

    }

}

Summary of public, protected and <default>

|  |  |  |  |
| --- | --- | --- | --- |
| **visibility** | **public** | **protected** | **<default>** |
| Within the same class | yes | yes | yes |
| From child class of same package | yes | yes | yes |
| From non-child class of same package | yes | yes | yes |
| From child class of another package | yes | yes(only if reference is also child class) | no |
| From non-child class of another package | yes | no | no |

Note:

-recommended modifier for variable=private

-recommended modifier for method=public

-recommended modifier for class=public

private=class level

<default>=package level

public=global level

**Encapsulation**

**Encapsulation in Java** is a *process of wrapping code and data together into a single unit*, for example, a capsule which is mixed of several medicines.

**Encapsulation** is defined as the wrapping up of data under a single unit. It is the mechanism that binds together code and the data it manipulates. Another way to think about encapsulation is, that it is a protective shield that prevents the data from being accessed by the code outside this shield.

* Technically in encapsulation, the variables or data of a class is hidden from any other class and can be accessed only through any member function of its own class in which it is declared.
* As in encapsulation, the data in a class is hidden from other classes using the data hiding concept which is achieved by making the members or methods of a class private, and the class is exposed to the end-user or the world without providing any details behind implementation using the abstraction concept, so it is also known as a **combination of data-hiding and abstraction**.
* Encapsulation can be achieved by Declaring all the variables in the class as private and writing public methods in the class to set and get the values of variables.
* It is more defined with the setter and getter method.

Advantages of Encapsulation

* **Data Hiding:**it is a way of restricting the access of our data members by hiding the implementation details. Encapsulation also provides a way for data hiding. The user will have no idea about the inner implementation of the class. It will not be visible to the user how the class is storing values in the variables. The user will only know that we are passing the values to a setter method and variables are getting initialized with that value.
* **Increased Flexibility:** We can make the variables of the class read-only or write-only depending on our requirement. If we wish to make the variables read-only then we have to omit the setter methods like setName(), setAge(), etc. from the above program or if we wish to make the variables write-only then we have to omit the get methods like getName(), getAge(), etc. from the above program
* **Reusability:** Encapsulation also improves the re-usability and is easy to change with new requirements.
* **Testing code is easy:** Encapsulated code is easy to test for unit testing.

Program without encapsulation

class Area {

  int length;

  int breadth;

  // constructor to initialize values

  Area(int length, int breadth) {

    this.length = length;

    this.breadth = breadth;

  }

  // method to calculate area

  public void getArea() {

    int area = length \* breadth;

    System.out.println("Area: " + area);

  }

}

class Main {

  public static void main(String[] args) {

    Area rectangle = new Area(2, 16);

    rectangle.getArea();

  }

}

Program with encapsulation

class Area{

private int length;

private int breadth;

public int getLength()

{

return length;

}

public int getBreadth()

{

return breadth;

}

public int getArea()

{

return length\*breadth;

}

public void setLength(int newLength)

{

length=newLength;

}

public void setBreadth(int newBreadth)

{

breadth=newBreadth;

}

public class Main{

public static void main(String[] args){

Area obj=new Area()

obj.setLength(17);

obj.setBreadth(14);

System.out.print(“Area of rectangle”+ getArea());

}

}

eg 2

class Account {

//private data members to hide the data

private long acc\_no;

private String name,email;

private float amount;

//public getter and setter methods

public long getAcc\_no() {

    return acc\_no;

}

public void setAcc\_no(long acc\_no) {

    this.acc\_no = acc\_no;

}

public String getName() {

    return name;

}

public void setName(String name) {

    this.name = name;

}

public String getEmail() {

    return email;

}

public void setEmail(String email) {

    this.email = email;

}

public float getAmount() {

    return amount;

}

public void setAmount(float amount) {

    this.amount = amount;

}

}

public class GFG {

public static void main(String[] args) {

    //creating instance of Account class

    Account acc=new Account();

    //setting values through setter methods

    acc.setAcc\_no(7310805450L);

    acc.setName("MD FAIZ");

    acc.setEmail("mdfaiz689@gmail.com");

    acc.setAmount(100000f);

    //getting values through getter methods

    System.out.println(acc.getAcc\_no()+" "+acc.getName()+" "+acc.getEmail()+" "+acc.getAmount());

}

}

Abstraction

Abstraction is hiding of internal implementation & just highlighting the setup services that we are offering.

data abstraction deals with exposing the interface to the end user and hiding the details of implementation.

**Data Abstraction** is the property by virtue of which only the essential details are displayed to the user. The trivial or the non-essential units are not displayed to the user. Ex: A car is viewed as a car rather than its individual components.

Data Abstraction may also be defined as the process of identifying only the required characteristics of an object ignoring the irrelevant details. The properties and behaviours of an object differentiate it from other objects of similar type and also help in classifying/grouping the objects.

Consider a real-life example of a man driving a car. The man only knows that pressing the accelerators will increase the speed of a car or applying brakes will stop the car, but he does not know how on pressing the accelerator the speed is actually increasing, he does not know about the inner mechanism of the car or the implementation of the accelerator, brakes, etc. in the car. This is what abstraction is.

**Abstraction** is a process of hiding the implementation details and showing only functionality to the user.

Another way, it shows only essential things to the user and hides the internal details, for example, sending SMS where you type the text and send the message. You don't know the internal processing about the message delivery.

Abstraction lets you focus on what the [object](https://www.javatpoint.com/object-and-class-in-java) does instead of how it does it.

There are two ways to achieve abstraction in java

1. Abstract class (0 to 100%)
2. Interface (100%)

Data **abstraction** is the process of hiding certain details and showing only essential information to the user.  
Abstraction can be achieved with either **abstract classes** or [**interfaces**](https://www.w3schools.com/java/java_interface.asp)

The abstract keyword is a non-access modifier, used for classes and methods:

**1 using abstract class**

A class which is declared as abstract is known as an **abstract class**. It can have abstract and non-abstract methods. It needs to be extended and its method implemented. It cannot be instantiated.

**Abstract class:** is a restricted class that cannot be used to create objects (to access it, it must be inherited from another class).

**Abstract method:** can only be used in an abstract class, and it does not have a body. The body is provided by the subclass (inherited from).

abstract class Animal {

public abstract void animalSound();

public void sleep() {

System.out.println("Zzz");

}

}

Rules for creating Abstract class.

1. An instance of an abstract class cannot be created.
2. Constructors are allowed.
3. We can have an abstract class without any abstract method.
4. There can be a **final method** in abstract class but any abstract method in class(abstract class) cannot be declared as final  or in simpler terms final method cannot be abstract itself as it will yield an error: “Illegal combination of modifiers: abstract and final”
5. We can define static methods in an abstract class
6. We can use the **abstract keyword** for declaring ***top-level classes (Outer class) as well as inner classes*** as abstract
7. If a**class** contains at least **one abstract method**then compulsory should declare a class as abstract
8. If the**Child class** is unable to provide implementation to all abstract methods of the**Parent class**then we should declare that **Child class as abstract**so that the next level Child class should provide implementation to the remaining abstract method

Note:

1 a method without body is known as abstract class.

2 implementation of abstract class is done by extended class.

3 abstract method in abstract class are meant to be overridden in derived classes otherwise compile-time error will occur.

// Abstract class

abstract class Animal {

// Abstract method (does not have a body)

public abstract void animalSound();

// Regular method

public void sleep() {

System.out.println("Zzz");

}

}

// Subclass (inherit from Animal)

class Pig extends Animal {

public void animalSound() {

// The body of animalSound() is provided here

System.out.println("The pig says: wee wee");

}

}

class Main {

public static void main(String[] args) {

Pig myPig = new Pig(); // Create a Pig object

myPig.animalSound();

myPig.sleep();

}

}

Use of abstract class & abstract methods.

To achieve security - hide certain details and only show the important details of an object.

**2 using interface**

An **interface in Java** is a blueprint of a class. It has static constants and abstract methods.

An interface is a completely "**abstract class**" that is used to group related methods with empty bodies:

* It is used to achieve abstraction.
* By interface, we can support the functionality of multiple inheritance.
* It can be used to achieve loose coupling.

It cannot be instantiated just like the abstract class.

Since Java 8, we can have **default and static methods** in an interface.

Since Java 9, we can have **private methods** in an interface.

Note:

#### **The Java compiler adds public and abstract keywords before the interface method. Moreover, it adds public, static and final keywords before data members.**
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#implementation with abstract class

interface GFG {

    void learnCoding();

    void learnProgrammingLanguage();

    void contribute();

}

// Abstract class Student implementing from GFG interface

abstract class Student implements GFG {

    // Overriding the methods

    @Override public void learnCoding()

    {

        System.out.println(

            "Let's make coding a habit with GFG");

    }

    @Override public void learnProgrammingLanguage()

    {

        System.out.println(

            "Let's master all fundamentals of java with the help of GFG");

    }

}

// Extend the GEEK class by Student abstract class

class GEEK extends Student {

    @Override public void contribute()

    {

        System.out.println(

            "Now let's help others by contributing in GFG");

    }

}

// Driver code

public class Main {

    public static void main(String[] args)

    {

        // New GEEK object is created

        GEEK gfgStudent = new GEEK();

        // Calls to the multiple functions

        gfgStudent.learnCoding();

        gfgStudent.learnProgrammingLanguage();

        gfgStudent.contribute();

    }

}

#implementation with non-abstract class

// Interface

interface Animal {

public void animalSound(); // interface method (does not have a body)

public void sleep(); // interface method (does not have a body)

}

// Pig "implements" the Animal interface

class Pig implements Animal {

public void animalSound() {

// The body of animalSound() is provided here

System.out.println("The pig says: wee wee");

}

public void sleep() {

// The body of sleep() is provided here

System.out.println("Zzz");

}

}

class Main {

public static void main(String[] args) {

Pig myPig = new Pig(); // Create a Pig object

myPig.animalSound();

myPig.sleep();

}

}

#### **Notes on Interfaces:**

* Like **abstract classes**, interfaces **cannot** be used to create objects (in the example above, it is not possible to create an "Animal" object in the MyMainClass)
* Interface methods do not have a body - the body is provided by the "implement" class
* On implementation of an interface, you must override all of its methods
* Interface methods are by default abstract and public
* Interface attributes are by default public, static and final
* An interface cannot contain a constructor (as it cannot be used to create objects)

#### **Why And When To Use Interfaces?**

1) To achieve security - hide certain details and only show the important details of an object (interface).

2) Java does not support "multiple inheritance" (a class can only inherit from one superclass). However, it can be achieved with interfaces, because the class can **implement** multiple interfaces.

interface FirstInterface {

public void myMethod(); // interface method

}

interface SecondInterface {

public void myOtherMethod(); // interface method

}

class DemoClass implements FirstInterface, SecondInterface {

public void myMethod() {

System.out.println("Some text..");

}

public void myOtherMethod() {

System.out.println("Some other text...");

}

}

class Main {

public static void main(String[] args) {

DemoClass myObj = new DemoClass();

myObj.myMethod();

myObj.myOtherMethod();

}

}

**Difference between abstract class & interface.**

Abstract class and interface both are used to achieve abstraction where we can declare the abstract methods. Abstract class and interface both can't be instantiated.

But there are many differences between abstract class and interface that are given below.

|  |  |
| --- | --- |
| **Abstract class** | **Interface** |
| 1) Abstract class can **have abstract and non-abstract** methods. | Interface can have **only abstract** methods. Since Java 8, it can have **default and static methods** also. |
| 2) Abstract class **doesn't support multiple inheritance**. | Interface **supports multiple inheritance**. |
| 3) Abstract class **can have final, non-final, static and non-static variables**. | Interface has **only static and final variables**. |
| 4) Abstract class **can provide the implementation of interface**. | Interface **can't provide the implementation of abstract class**. |
| 5) The **abstract keyword** is used to declare abstract class. | The **interface keyword** is used to declare interface. |
| 6) An **abstract class** can extend another Java class and implement multiple Java interfaces. | An **interface** can extend another Java interface only. |
| 7) An **abstract class** can be extended using keyword "extends". | An **interface** can be implemented using keyword "implements". |
| 8) A Java **abstract class** can have class members like private, protected, etc. | Members of a Java interface are public by default. |
| 9)**Example:** public abstract class Shape{ public abstract void draw(); } | **Example:** public interface Drawable{ void draw(); } |

Simply, abstract class achieves partial abstraction (0 to 100%) whereas interface achieves fully abstraction (100%).